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ABSTRACT

XML has been explored by both research and industry com-
munities. More than 5500 papers were published on different
aspects of XML. With so many publications, it is hard for
someone to decide where to start. Hence, this paper presents
some of the research topics on XML, namely: XML on re-
lational databases, query processing, views, data matching,
and schema evolution. It then summarizes some (some!) of
the most relevant or traditional papers on those subjects.

1. INTRODUCTION

XML is a language for specifying semi or completely struc-
tured data. It has been explored over and over by both re-
search and industry communities. More than ten years after
its proposal, its initial expectation of “solving all the prob-
lems in the world” has not been fulfilled. However, we can-
not say XML failed, since it solved some really important
problems very efficiently. Some of those problems include
data integration, data interoperability, and data publish-
ing on the Web. Moreover, XML is adopted as a standard
language by many industries (from retail to healthcare) for
exchanging data. For those and other reasons, XML is the
most successful, ubiquous technology for the Web, at the
same level as URI, HTTP, and HTML [98].

If someone wants to start a research on XML, the first
questions that come to mind are “what papers one must
read” and “what part of the XML literature one needs”.
There is one problem though with such questions. Much
research has already been done, and a considerable amount
of papers have already been published about XML. If a per-
son needs to start any study on XML, s/he will probably
start reading the W3C documents, but that is not enough.

Specifically, the DBLP Computer Science Bibliography!
Faceted Search points out XML as the 10* most popular
keyword?, appearing in 1250 publications. Using the DBLP
CompleteSearch with XML as search word returns 5529 pub-
lications. How does one find the desired publication over so
many? One solution is to specify a second search word such
as query. In this case (search words XML and query), the
CompleteSearch returns 604 publications, which is still a lot.

This paper is intended to people who would like to start
a research on XML or simply start studying XML from the
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research point-of-view. It summarizes some of the research
topics on XML: XML on relational databases (Section 2),
views (Section 3), query processing (Section 4), data match-
ing (Section 5), and schema evolution (Section 6). It then
presents some of the most relevant or traditional papers on
those subjects. By “relevant or traditional papers”, we mean
those that are more frequently cited or that considerably
changed the way XML research was done.

Note that this paper is not intended to cover the whole
vast literature on XML. For example, there are papers about
the three major commercial DBMSs (i.e. IBM DB2, Mi-
crosoft SQL Server, Oracle) that discuss many practical
aspects of supporting XML management, for example [12,
62, 81, 82]. Other industrial papers discuss specific topics,
such as schema evolution [11]. Furthermore, some research
groups and companies have also their own XML engines [14,
42, 43, 54]. We do not plan to detail those solutions. In-
stead, we focus on a very selected set of papers on some
XML research areas. Nevertheless, this paper intends to be
a starting point for any person who decided to study this
wonderful, versatile, powerful language, called XML.

2. XML ON RELATIONAL DATABASES

The hierarchical nature of XML brought several challenges
to the database community. One of the first ones was sim-
ple, but very tricky: How to store XML data? Relational
databases seemed to be a good alternative, since most of
the data (both in academia and industry) was/is stored in
RDBMS (Relational Database Management Systems).

The first paper to suggest the use of relational database
engines for managing data in files was [1]. The file contents
should then be stored in the relational database using some
mapping schema. For this to be possible, the file should
have a “strict inner structure”. This requirement resembles
XML documents that have a DTD or schema.

2.1 Storage

Based on such observation, many publications followed
with the goal of storing [24, 25, 35, 44, 57, 83] and querying
[32, 83, 85, 89] XML documents using relational databases.

XML-based approaches. The first proposals to store
generic XML documents (schemaless) appeared in [44]. The
FEdge and Attribute approaches are able to store any XML
document (regardless of a schema) in relations. Later, a
different solution, based on dynamic intervals, introduced
both storage and query translation algorithms [32].

DTD-based approaches. Then, the pioneer propos-
als to store XML documents in relations by exploring their
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schema (DTD) are in [83]. It proposes Basic, Shared, and
Hybrid Inlining and discusses their pros and cons. However,
query translation is not discussed.

Constraint-based approaches. Some approaches con-
struct the relational schema based on constraints of the XML
documents. For example, [57] explores DTD constraints
such as cardinalities and referential integrity. On the other
hand, [24] uses XML key and keyref, while [25] explores
XML functional dependencies (XFDs) to generate a rela-
tional schema that has as few redundancy as possible.

Discussion. It is very important to notice that query-
ing depends on the method for storing XML data in the
relations. The Edge and Attribute approaches require many
joins to recompute the document. The dynamic interval
uses sub-queries and the union all operator to reproduce
the original XML instance.

All of those publications have influenced the native and
hybrid storage alternatives currently in use.

2.2 Updates

Once the storage problem was handled, it was necessary
to update the documents stored in the RDBMS. There are
three main proposals for updating XML documents stored
in relational databases [88, 89, 91]. All of them assume a
default mapping of the XML document to relations, such as
the shared inlining method [83] and the approach of [57].

Tatarinov et al. [88] propose an extension to XQuery to
support updates. This extension comprises primitives such
as UPDATE, DELETE, INSERT, REPLACE, and RENAME. They also
discuss how to translate those updates to the underlying
RDBMS for updating XML documents using the shared in-
lining method. In [89], Tatarinov et al. use the XQuery
extension proposed in [88] to deal with ordered XML doc-
uments. They propose a storage method for ordered XML
documents in relations, and show how updates that affect
order can be translated. Finally, [91] provides an updatabil-
ity study for XML documents stored in RDBMS.

It is important to notice that [88] presented the first pro-
posal of an update language for XML. Many of the concerns
risen on that paper served as starting points to the study of
update-related problems regarding XML [8].

3. XML VIEWS

A natural follow-up to store XML data as relations is to
generate XML from relational data. The literature deals
with this problem by using the concept of views. Many
approaches explore building and querying XML views over
relational databases [6, 13, 23, 41, 61, 84, 86]. Most of them
tackle the problem by building a default XML view from the
relational source, and then using an XML query language to
query the default view [13, 23, 41, 86]. Their concerns are
basically the following: (i) how to compose queries with view
definitions, in order to get a single resulting expression that
represents both the query and the view; (%) how to use the
relational engine to execute the query resulting from step ¢;
and (417) how to use the relational tuples resulting from step
44 to build the resulting XML document.

Each approach has a different technique to construct the
XML view using the relational engine to retrieve data. Some
transform the XML view definition into extended SQL [23,
84, 86], others use internal representations to map the XML
view to several SQL queries [13, 41] or to map the rela-
tional schema to an XML Schema [61]. For speeding-up
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queries, some approaches maintain materialized views [6].
The classical papers on this subject are SilkRoute [41] and
XPERANTO [86]. The SQL language has also been ex-
tended to support generating XML documents from rela-
tional data. The extensions include SQL/XML, FOR XML,
SQLX, and are supported by most database vendors.

Once a view is defined, there are also the problems of up-
dating it, and translating it back to the underlying relational
database. The pioneer work is [19], where the solutions is
based on the Nested Relational Algebra to define the XML
views. Later, the idea was extended to support an XQuery-
based view definition language [20, 21]. The main idea of
those works is to map XML view updates to Relational View
updates, and then map the updates back to the database by
using existing View Update work for relational databases.

Then, the approach in [92] presents an updatability study
of XQuery views published over relational databases. Their
results are analogous to the results of [19]. However, nei-
ther of those papers discusses how updates are translated to
the underlying relational database. Recently, a two step ap-
proach to the problem was proposed in [95]: the first step is
schema checking, which uses schema information to decide
if the update is translatable to the database. In some cases,
a second step may be required to make the decision: data
checking, which is an expensive operation, and thus must be
avoided whenever possible.

4. XML QUERY PROCESSING

The success of XML databases depends heavily on efficient
methods for manipulating XML data. XML requires effi-
cient query processing techniques over tree-structured data.
Given the many differences between that type of data and
relational data, the well known and efficient algorithms from
relational databases cannot be (directly) employed to pro-
cess XML data efficiently.

There are many algorithms for XML query processing,
which can be divided in two categories: (i) the ones that em-
ploy the infra-structure of a relational database (i.e., based
on the mapping from XML to relational tables/columns) [32,
83, 85, 89, 90], and (i) the ones that employ a native XML
engine (i.e., data is handled in its original tree format; access
methods consider the native tree structure of the data; new,
XML-structure-aware indexes may be employed) [3, 22, 27,
28, 55, 60, 70, 79, 94, 99, 102]. This section focuses on XML
query processing using a native engine. Moreover, there are
different semantics for XML queries. Here, we consider the
basic structural constraints: structural join and tree-pattern
query (or twig). Other semantics, such as keyword search
and document filtering, are not covered due to space con-
straints. Finally, we present some other very specific topics
related to query processing.

Structural Joins. This type of join is the simplest pos-
sible structure and considers only ancestor//descendant and
parent/child pairs. The query result may be the pair or one
of its components. The first native approach to implement
structural joins is the MPMGJN algorithm [102]. Then,
StackTree [3] is the state-of-the-art algorithm for structural
joins, since it defined the problem and presented a very nice
initial solution. Different nuances of structural joins use par-
titioning techniques, which include the work on [60], first
partition-based technique for structural joins. Finally, there
is also some work on processing structural joins when the
document suffers insertions [31].
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Tree-Pattern Query, or Twig. This type of query
considers path and subtree structures, i.e., combinations of
the basic axis (ancestor//descendant and parent/child) with
predicates. The query result may be an element, a path, or
a subtree of the document that satisfies the constraints. The
XML twig algorithms may be divided into four very distinct
categories (see [70] for definition of the categories and an
experimental comparison). Note that those categories do
not consider optimizations according to the query workload.
The only optimizations allowed are those based on the data,
and the data alone (i.e., clustering, indexes, and so on).

The simplest (possibly the most naive) way to process
twigs is by merging the results of structural joins. Both
StackTree [3] and MPMGJN [102] (from structural joins) are
binary join algorithms, i.e., they join only a pair of inverted
lists (or only one edge in the query twig). Since a complete
twig query consists of a series of binary joins, the problem
of join order selection has to be considered seriously.

A dynamic programming method to select an optimal or
sub-optimal order of binary structural joins for XML twig
queries is proposed in [99]. The StackTree binary join algo-
rithm and the corresponding dynamic-programming-based
join order selection algorithm have been integrated into Tim-
ber [54] (the native XML database prototype from the Uni-
versity of Michigan). Other techniques followed those by
aggregating indexes to the lists to be merged, e.g., [27, 55].

The state-of-the art algorithm for processing twigs is a
holistic approach, the TwigStack [22]. It performs a pipelin-
ing join by joining multiple inverted lists at one time without
generating intermediate results. That paper also introduces
XB-Tuwigstack, a TwigStack with indexes.

Other algorithms followed by proposing optimizations for
different nuances (restrictions, requirements, and profiles),
specialized numbering schemes such as Dewey (e.g., [63]), or
using different holistics, such as subsequence matching (e.g.,
[79, 94]). Other techniques consider the query workload,
such as APEX [28], which defines an index and considers the
query workload in order to compact even more the index.

A third way to process twigs is through a finite state ma-
chine (FSM). Each XML element is processed only once
through sequential access. For example, an extension to
FSM with stacks (similar to TwigStack) is proposed on [70].

Other XML Query-related Topics. It is very impor-
tant to notice that it is impossible to cover 604 papers on
XML query processing. Besides the work aforementioned,
we could also cite other punctual papers, which deal with
very specific, query-related topics. Examples include: in-
dex advisors [39], unordered XQuery processing [48], query
unnesting [65], evolving queries [69], structural summaries
[71], among many others.

5. XML DATA MATCHING

The central problem on data matching is to find out het-
erogeneous data that represent the same real world object.
Solutions to this matter are required by several applications,
like data integration, database design, and querying hetero-
geneous data sources [37]. XML data matching is a complex
task, and involves at least two levels: schema and instance.

5.1 Schema Matching

Schema matching is an active research area since the
Eighties, but with more theoretical than effective propos-
als until today. Two approaches are usually considered for
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schema matching [40]: (i) to define a global schema that
maintains mappings to a set of local schemas; or (i) to de-
fine, for each pair of schemas, a set of mappings among their
components. The first one is classified into two main cat-
egories [59]: (i.1) Global-as-View (GAV), and (i.2) Local-
as-View (LAV). A GAV approach builds a global schema
from the semantic matching of the local schemas, i.e., the
global schema is a unified view of the local schemas. The
LAV approach builds a global schema from scratch, and
then defines a set of mappings to the local schemas, i.e.,
the local schemas are views of the global schema. Despite
of being initially proposed for databases, these approaches
have been applied to XML schema matching, with adapta-
tions that consider the semistructured nature of XML data.
Nonetheless, this is still an active research area, since most
of the existing work do not deliver satisfactory results [45].

Initial work on XML schema matching focused on defining
a global schema for XML data. This happened because XML
data sources are usually on the Web and have no associated
schemas. Therefore, mediator-based architectures have been
developed [97]. There are two layers in this kind of archi-
tecture: wrapping and mediation. The wrapping layer is
responsible for extracting a schema for each XML source,
or providing mappings from a predefined global schema to
the XML data sources. The mediaton layer is responsible
for managing a global schema according to a GAV [67, 73,
75, 80, 101] or LAV [34, 36] approach. For example, in the
Enosys data integration platform [73], the mediator module
allows the user to define XML views from the global schema.
A drawback on some architectures is that the matching pro-
cess is manual, i.e., the mediators act as a tool that helps
the user to define global schema or mappings among XML
local sources [29, 66, 73, 80]. This limitation has been solved
by semi-automatic approaches [33, 34, 36, 67, 75, 101].

Another idea is to adopt a canonical model, i.e., a data
model on which the XML global schema is defined. Some
proprosals consider the proper XML model to define the
canonical schema, which is useful for applications that need
to persist and/or to manage unified data in XML format [34,
36, 66, 73, 101]. Others define the global schema based on
a conceptual model, which is more suitable to capture data
semantics, and useful for applications that query heteroge-
neous XML data sources [33, 64, 67, 75, 80].

Regarding the XML schema matching process, differences
among the proposals are mainly on their XML model con-
structs. For example, most approaches do not deal with the
matching of mixed elements or an element content model
specified as a choice among several nested elements [29, 34,
36, 64, 66, 75, 80]. Others try to overcome such limita-
tion, e.g. BInXS [67]. Regarding the comparison strategy
for defining schema components to be matched, there are
usually dictionaries or Thesauri (linguistic strategy) [34,
64, 67], and/or metrics (functions and/or algorithms) ap-
plied on structural and/or constraint properties of the XML
schema, like data types and cardinality constraints [64, 67].

Few approaches define binary schema mappings among
XML local schemas instead of creating a global schema, e.g.
HDM [66], Xere [33], and YAT system [29]. In the first
two, XML schema, of local sources are converted to schemas
in an intermediate conceptual model. Semantic mappings
are further defined between conceptual and XML schemas.
YAT supports the manual definition of mappings between
XML schemas represented through a graph-based model.
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These proposals illustrate that schema mapping approaches
for XML can be provided at a conceptual or logical level.

Different from those traditional schema matching ap-
proaches, other systems consider information about XML
instances and machine learning techniques to deduce se-
mantic correspondences between heterogeneous schemas’ el-
ements [36]. Despite of the additional analysis of XML data
contents (besides schema information, which can contribute
to more exact schemas component matchings) approaches
like that are criticized by their complexity.

5.2 Instance Matching

Due to the hierarchical nature of XML data, most ap-
proaches on instance matching consider both structure and
content aspects. The techniques are very different from each
other. Some employ diff algorithm [30, 93] or a TF/IDF
weighting scheme [76], while others use a tree-edit distance-
based metric [4, 51, 52, 58], or a similarity function [96].

Regarding diff algorithms, the XyDiff algorithm [30] de-
tects changes in XML documents that are stored in a data
warehouse, and uses signatures to match (large) subtrees
that were left unchanged between the old and the new ver-
sions. Then, it propagates those matches to ancestors and
descendants to obtain more matches. It also uses XML spe-
cific information such as ID attributes. Another diff al-
gorithm is the XDiff algorithm [93], which integrates key
XML structure characteristics with standard tree-to-tree
correction techniques. Such algorithms focus on identify-
ing changes in versions of a document and introduce cost
models to quantify those changes.

Likewise, the tree-edit distance metric is widely used to
match XML documents [4, 51, 52, 58]. Specifically, in [51,
52], the approximate matching is quantified in terms of dis-
tance notions. The central idea is to incorporate the tree-
edit distance in a join framework, which is used in XML
integration processes. In [4], the authors propose the con-
cept of approximate tree join, which intuitively assesses that
two objects are the same if they have (almost) the same
tree. They propose the pg-grams distance to approximately
match hierarchical information. Such measure is defined as
the distance between ordered labeled trees using the tree-
edit distance and similarity functions. In [100], the authors
propose to transform tree-structured data into an approxi-
mate numerical multidimensional vector, which encodes the
original structure information. The algorithm embeds the
proposed distance into a filter-and-refine framework to pro-
cess similarity search on tree-structured data.

Some work consider both content and structure during the
instance matching [74, 77]. For example, in [77], the authors
extend the classical approach to duplicate detection in flat
relational data, that is the sorted neighborhood method to
be applied in nested XML elements, detecting duplicates at
each level of the XML hierarchy. In addition, the framework
proposed in [96] characterizes duplicates in a matching pro-
cess by considering the description of data instances, and a
similarity score using a similarity measure.

The choice of an appropriated similarity function is an
important task in a matching process, since it defines the
result quality. A problem related to the use of disparate
similarity functions appears when the similarities scores of
the XML nodes are combined. As the individual functions
usually generate scores that are not comparable, there is
no general straightforward way for combining independent
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distinct functions into a single measure. Other recent work
has addressed such a problem [38, 53].

6. XML SCHEMA EVOLUTION

Schema evolution deals with updating a schema when it
no longer meets the user or the application requirements.
The main problem is how to allow schemas to change while
maintaining the access to the existing XML data.

The approach employed to allow schemas to evolve de-
pends on the XML schema language. The two most used
schema languages are DTD and XML Schema (XSD) [10,
68]. However, XSD is more powerful than DTD because
XSD, unlike DTD, permits decoupling an element tag from
its type (or content model), and an element may have dif-
ferent types depending on the context [72, 78, 56].

The structure employed to represent XML documents and
schemas is important to implement an evolution framework.
XML documents are mostly represented as unranked labeled
trees (i.e., their nodes have no priory bound on the num-
ber of children). Each tree node represents an element (or
an attribute). XML schemas, on the other hand, do not
have a standard representation (as XML documents have).
Thus, the representations found in the literature are: regu-
lar tree grammars (RTG) [17, 26, 72], direct graphs (DG) [2,
87], and mixed representation (e.g., based on applying more
than one structure to model a schema) [50, 78]. Although
XML schemas may have different representations, the prim-
itives for evolving them follow, as expected, the same basis:
objects may be inserted, deleted and/or updated.

Update Primitives. Update primitives for XML
schemas are slightly different from those to update schemas
on traditional databases (e.g., relational databases). XML
schema objects may still be inserted, deleted, and/or re-
placed. However, XML schemas have their own character-
istics: (i) objects have cardinality, for example, an element
may repeat n times (n > 0 or n > 1); (ii) objects may be
moved, for example, a sub-tree may be moved from a parent
node to another one; and, (%ii) objects may be complex and
may have their complex type changed.

Non-conservative Primitives. Non-conservative
schema updates define a set of operations that, when ap-
plied to a schema, may lead to an inconsistent state. In this
case, revalidation and adaptation processes are necessary.
The revalidation of an XML document identifies whether an
initially valid document is still valid with respect to the up-
dated schema definitions (e.g., [5, 7, 15]). The adaptation
of an XML document is required if the revalidation process
fails. This process operates on the document structure so it
respects the most up to date schema definitions. Initial ap-
proaches were based on object-oriented databases [2, 87] and
schema versioning [46]. Using information from the DTD,
schema evolution may be triggered by patterns detected on
documents through usage of data mining techniques [9].
MXML [47] is a multidimensional model for representing
the history of XML documents and the evolution of their
schema. Finally, [49] describes a document evolution and
adaptation proposal, and [50] extends it for the incremental
validation of documents upon schema evolution.

Conservative Primitives. This kind of primitives is
important in XML-based applications since: (i) it is not
necessary to revalidate all XML document collections (or
database); (i7) data loss can be avoided because it may
be necessary to delete tags (and their information) from

SIGMOD Record, June 2009 (Vol. 38, No. 2)



initially valid documents; and (%) when documents to be
revalidated are stored in different sites, not only their trans-
fer cost should be considered (in addition to the whole reval-
idation cost) but also problems due to the access control
should be faced. However, conservative primitives are not
complete, that is, some update primitives cannot be mapped
into conservative ones. Several approaches have been pro-
posed to evolve XML schemas. Some of them keep the in-
stances validity without revalidation [16, 18] (e.g., all exist-
ing valid instances are guaranteed to be valid with relation
to updated schema), while others have to test, in some cases,
the validity of all existing valid instances [2, 49, 87].

7. CONCLUDING REMARKS

XML has been explored over and over by both research
and industry communities. This paper summarized some
of the research topics on XML by presenting some of the
most relevant/traditional papers on those subjects. It was
not intended to cover the vast XML literature, but to point
out some directions to those who are interested in learning
this powerful, versatile language called XML. The topics ad-
dressed on this paper were not randomly chosen. They re-
flect the area of expertise of the authors. Overtime, we plan
to expand it to include more XML research areas.
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